|  |  |  |
| --- | --- | --- |
| **S.No** | **Test Name** | **Questions** |
| 1 | [iNautix Selection Test-1](https://www.hackerrank.com/x/tests/live/88427) | PowerSum |
| Slot Machine 2.0 |
| 2 | iNautix Test-2 | Maximum Difference in an Array |
| Minimum Unique Array Sum |
| 3 | iNautix Test-3 | Permutations divisible by 8 |
| Finding ODD numbers between two digits |
| 4 | iNautix Test-4 | Merge Strings |
| Count Duplicates |
| Word Reverse |
| 5 | iNautix Test-5 | Prime Or Not |
| Last and second last |
| Pascal's Triangle |
| 6 | iNautix Test-6 | Number Complement |
| 4th Bit |
| Lonely Integer |
| 7 | iNautix Test-7 | Recursion |
| Merging two arrays with out repetition |
| Alternative Sorting |
| 8 | iNautix Test-8 | Powers of 2 |
| Braces |
| Emma and Squares |
| 9 | iNautix Test-10 | Java Exceptions 2 |
| Pangrams |
| 10 | iNautix Test-11 | Hack Land Election |
| Sherlock and GCD |
| Service Lane |
| 11 | iNautix Test-12 | Calculate Factorial |
| Cup Cake Feast |
| 12 | iNautix Test-13 | Filling Jars |
| Cut the Sticks |
| 13 | iNautix Test - 14 | Haloween Partyn |
| Grid Game |

**R.M.K COLLEGE OF ENGINNERING AND TECHNOLOGY – PUDUVOYAL**

**INAUTIX – SELECTION TESTS QUESTIONS AND ANSWERS**

QUESTIONS WITH ANSWERS :

[iNautix Selection Test-1](https://www.hackerrank.com/x/tests/live/88427)

1. PowerSum

You are given two integers, ***l*** and ***r***. Find the number of integers ***x*** such that ***l <= x <= r***, and ***x*** is a *Power Number*.

A *Power Number* is defined as an integer that can be represented as sum of two powers, i.e.

* ***x = ap + bq***,
* ***a****,* ***b****,* ***p***and ***q*** are all integers,
* ***a****,* ***b*** *≥ 0*, and
* ***p, q*** *> 1*.

You have to complete function *int countPowerNumbers(int l, int r)*, which takes the arguments ***l*** and ***r*** and returns the result as described above. The code to process input and output is already provided.

**Constraints:**

* *0≤ l ≤ r ≤ 5,000,000*

**Input Format:**

Complete the function "*countPowerNumbers"*which contains two integers as its arguments, l and r respectively.

**Output Format:**

Return a single integer representing the required result.

**Sample Input #00:**

***l*** *= 0*

***r*** *= 1*

**Sample Output #00:**

2

**Explanation #00:**

0 and 1 both are Power Numbers. 0 = 02+02. 1 = 12+02.

**Sample Input #01:**

***l*** *= 25*

***r*** *= 30*

**Sample Output #01:**

5

**Explanation #01:**

Except 30, all are Power Numbers.

* 25 = 52 + 02,
* 26 = 52 + 12,
* 27 = 33 + 02,
* 28 = 33 + 12,
* 29 = 55 + 22.

 Solution:

int countPowerNumbers(int l, int r) {

int j,k,m,a,p,count=0,flag;

for(int i=l;i<=r;i++)

{

flag=0;

for(j=0;j<=r;j++)

{

for(k=0;k<=r;k++)

{

for(m=2;m<=5;m++)

{

for(p=2;p<=5;p++)

{

int a=pow(j,m)+pow(k,p);

if(a==i)

{

flag=1;

count++;

break;

}

}

if(flag==1)

break;

}

if(flag==1)

break;

}

if(flag==1)

break;

}

}

return count;

}

[iNautix Selection Test-](https://www.hackerrank.com/x/tests/live/88427)2

1. Maximum difference in an array

The *maximum difference* between elements in some array, *a*, is defined as the largest difference between any *a[i]* and *a[j]* where *i < j* and *a[i] < a[j]*. For example, if *a = [4, 1, 2, 3]*, the maximum difference would be *a[3] − a[1] = 3 − 1 = 2* because this is the largest difference between any two elements satisfying the aforementioned criteria.

Complete the *maxDifference* function in the editor below. It has *1* parameter: an array of integers, *a*. It must return an integer denoting the maximum difference between any pair of elements in *a*; if no such number exists (e.g., if *a* is in descending order and all *a[j] < a[i]*), return *−1* instead.

**Input Format**

Locked stub code in the editor reads the following input from stdin and passes it to the function:

The first line contains a single integer, *n*, denoting the number of elements in array *a*.

Each line *i* of the *n* subsequent lines (where *0 ≤ i < n*) contains a single integer describing element *a[i]*.

**Constraints**

* *1 ≤ n ≤ 106*
* *−106 ≤ a[i] ≤ 106 ∀ i ∈ [0, n − 1]*

**Output Format**

The function must return an integer denoting the maximum difference in *a*. This is printed to stdout by locked stub code in the editor.

**Sample Input 0**

7

2

3

10

2

4

8

1

**Sample Output 0**

8

**Explanation 0**

*n = 7, a = [2, 3, 10, 2, 4, 8, 1]*

As *a[2] = 10* is largest element in the array, we must find the smallest *a[i]* where *0 ≤ i < 2*. This ends up being *2* at index *i = 0*.

We then calculate the difference between the two elements: *a[2] − a[0] = 10 − 2 = 8*, and return the result (*8*).

**Note:** While the largest difference between any two numbers in this array is *9* (between *a[2] = 10* and *a[6] = 1*), this cannot be the maximum difference because the element having the smaller value (*a[6]*) must be of a lesser index than the element having the higher value (*a[2]*). As *j = 2* is not less than *i = 6*, these elements cannot be used to calculate the maximum difference.

**Sample Input 1**

6

7

9

5

6

3

2

**Sample Output 1**

2

**Explanation 1**

*n = 6, a = [7, 9, 5, 6, 3, 2]*

The maximum difference returned by the function is *a[1] − a[0] = 9 − 7 = 2*, because *2* is the largest difference between any *a[i]* and *a[j]* satisfying the conditions that *a[i] < a[j]* and *i < j*.

Solution :

static int maxDifference(int[] a) {

int maxDiff = -1, diff = 0;

for(int i = 0; i < a.length; i++){

for(int j = i+1; ((j < a.length )&& (a[j] > a[i])); j++){

diff = a[j] - a[i];

if(diff > maxDiff)

maxDiff = diff;

}

}

return maxDiff;

}

1. Minimum Unique Array Sum

Complete the *getMinimumUniqueSum* function in your editor. It has *1* parameter: an array of *n* integers, *arr*. This function must return an integer denoting the sum of *arr*'s *n* unique elements. If *2 or more* elements in *arr* are not unique, it must *increase* the value of the duplicate element(s) to some other number(s) such that each element in *arr* is unique and the sum of *arrunique*'s elements is *minimal*. The value of any element in *arr* cannot be increased more than *1* time.

**Input Format**

The locked stub code in your editor reads the following input from stdin and passes it to your function:

The first line contains an integer, *n*, denoting size of the array.

Each line *i* of the *n* subsequent lines (where *0 ≤ i < n*) contains an integer describing element *i* in array *arr*.

**Constraints**

* *1 ≤ n ≤ 2000*
* *1 ≤ arri ≤ 3000*

**Output Format**

Your function must return a single integer denoting the sum of *arrunique*'s elements. This is printed to stdout by the locked stub code in your editor.

**Sample Input 0**

3

1

2

2

**Sample Output 0**

6

**Sample Input 1**

3

1

2

3

**Sample Output 1**

6

**Sample Input 2**

4

2

2

4

5

**Sample Output 2**

14

**Explanation**

*Sample Case 0: arr = {1, 2, 2}*

*arr0* is unique, but *arr1* and *arr2* are duplicate elements. We increase the value of *arr2* by *1* (the minimum amount we can increase the value by so that each element is unique) to get *arrunique = {1, 2, 3}*. We then return the sum of these elements, which is *6*.

*Sample Case 1: arr = {1, 2, 3}*

Each number in *arr* is unique, so we do not need to modify any of its elements (i.e., *arr ≡ arrunique*). We return the sum of all elements in the array, which is *6*.

*Sample Case 2: arr = {2, 2, 4, 5}*

Because *arr1*  and *arr2* are all duplicates, we must increase one of the two elements in such a way that they are two unique elements having a minimal sum. When we do this, we get *arrunique = {2, 3, 4, 5}*. We then return the sum of these elements, which is *14*.

Solution:

static int getMinimumUniqueSum(int[] arr) {

Arrays.sort(arr);

int count = 0;

for(int i = 0; i < arr.length; i++){

for(int j = i+1; j < arr.length; j++){

if(arr[i] == arr[j]){

arr[j] = arr[j] + 1;

}

}

}

for(int x:arr)

count += x;

return count;

}

iNautix Test - 3

1. Permutations divisible by 8

You are given an integer *N*. Is there a permutation of that integer's digits that yields an integer divisible by 8? For example, if the number *N* = *123,* then {*123, 132, 213, 231, 312, 321*} are the possible permutations and *312* is divisible by 8.

**Constraints**  
1 ≤T ≤ 45  
0 ≤ N ≤ 10110

**Input Format**  
The first line contains an integer ***T*** that gives the number of test cases.  
***T*** lines follow, each containing one integer ***N***.

**Output Format**  
For each test case, print YES if there exists at least one way of re-arranging its digits such that it is divisible by 8, and print NO otherwise.

**Sample Input #00**

2

61

75

**Sample Output #00**

YES

NO

**Explanation #00**  
*Test case #1:* 16 is permutation of 61 which is divisible by 8.  
*Test case #2:* None of permutation of 75, {57, 75}, are divisible by 8.

 Solution :

int z=0;

void ispermuation\_divisibleby8(int arr\_size, char\*\* arr) {

int len;

long ans=0;

for(int i=0;i<arr\_size;i++)

{

len=strlen(arr[i]);

ans=permute(arr[i],0,len-1);

if(ans==1)

{

printf("YES\n");

}

else

{

printf("NO\n");

}

}

}

void swap(char \*a,char \*b)

{

char temp;

temp=\*a;

\*a=\*b;

\*b=temp;

}

int permute(char arr[],int l, int r)

{

long i=0,num=0;

if(l==r)

{

num=atoi(arr);//converts a string into int

if(num%8==0)

{

// printf("YES\n");

z=1;

return 1;

}

else

{

z=0;

}

}

else

{

for(i=l;i<=r;i++)

{

swap((arr+i),(arr+l));

z=permute(arr,l+1,r);

if(z==1)

{

return;

}

swap((arr+i),(arr+i));

}

}

// if(z==1)

// {

//return 1;

//}

//else

// {

return 0;

// }

}

1. Finding ODD numbers between two digits

To find the odd numbers in between the range.  
Input:  
2  
15  
Output:  
3 5 7 9 11 13

Solution :

#include <map>

#include <set>

#include <list>

#include <cmath>

#include <ctime>

#include <deque>

#include <queue>

#include <stack>

#include <string>

#include <bitset>

#include <cstdio>

#include <limits>

#include <vector>

#include <climits>

#include <cstring>

#include <cstdlib>

#include <fstream>

#include <numeric>

#include <sstream>

#include <iostream>

#include <algorithm>

#include <unordered\_map>

using namespace std;

int main() {

int l,r;

cin>>l>>r;

for(int i=l+1;i<r;i++)

{

if(i%2!=0){

cout<<i<<" ";

}

}

/\* Enter your code here. Read input from STDIN. Print output to STDOUT \*/

return 0;

}

iNautix Test -4

1. Merge Strings

Complete the *mergeStrings* function in your editor. It has *2* parameters:

1. A string, *a*.
2. A string, *b*.

Your function must merge strings *a* and *b*, and then return a single merged string. A *merge* operation on two strings is described as follows:

* Append alternating characters from *a* and *b*, respectively, to some new string, *mergedString*.
* Once all of the characters in one of the strings have been merged, append the remaining characters in the other string to *mergedString*.

**Input Format**

The locked stub code in your editor reads two strings, *a* and *b*, from stdin and passes them to your function.

**Constraints**

* *1 ≤ |a|, |b| ≤ 25000*

**Output Format**

Your function must return the merged string. This will be printed to stdout by the locked stub code in your editor.

**Sample Input 0**

abc

def

**Sample Output 0**

adbecf

**Sample Input 1**

ab

zsd

**Sample Output 1**

Azbsd

Solution :

static String mergeStrings(String a, String b) {

int iVal,jVal;

String val="";

for(iVal=0;iVal<a.length() && iVal<b.length();iVal++){

val = val + a.charAt(iVal) +b.charAt(iVal);

}

while(iVal<a.length()){

val = val + a.charAt(iVal);

iVal++;

}

while(iVal<b.length()){

val = val + b.charAt(iVal);

iVal++;

}

return val;

}

1. Count Duplicate

Write a program to find the total number of *duplicate* elements in an array of size *N*. Your task is to *count* the number of elements which occur *two* or *more* times.

Complete the function *countDuplicates* which contains an integer array *numbers* as its argument. Return an integer which denotes the required result.

**Input Format**

The locked stub code in your editor reads the following input from stdin and passes it to your function:

First line contains the value of *N*, the number of elements in the array. Next *N* subsequent lines contains the elements of the array.

**Constraints**

* 1 ≤ *N* ≤ 1000
* 1 ≤ *numbersi*≤ 1000

**Output Format**

Return an integer which denotes the required result.

**Sample Input 1**

8

1

3

1

4

5

6

3

2

**Sample Output 1**

2

**Sample Input 2**

5

1

1

2

2

3

**Sample Output 2**

2

**Explanation**

*Sample Case 1:*

*N = 8*

*numbers* = {*1, 3, 1, 4, 5, 6, 3, 2*}.

The count of duplicate elements in the array is *2*, as *1* and *3* both occur more than once.

*Sample Case 2:*

*N = 5*

*numbers = {1, 1, 2, 2, 3}*

*The count of duplicate elements in the array is 2 as 1 and 2 both occur more than once.*

 Solution:

static int countDuplicates(int[] numbers) {

Arrays.sort(numbers);

int temp = numbers[0];

int count=0,check=1;

for(int i=1;i<numbers.length;i++){

if(check==1 && temp == numbers[i]){

count++;

check=0;

}else if(temp != numbers[i]){

check=1;

}

temp = numbers[i];

}

return count;

}

1. Word Reverse

Create an application program in java to reverse the words in a given sentence.

EX:

Input: Rmk College of Engineering and Technology

Output: kmr egelloc fo gnireenigne dna ygolonhcet

Solution:

import java.io.\*;

import java.util.\*;

import java.text.\*;

import java.math.\*;

import java.util.regex.\*;

public class Solution {

public static void main(String args[] ) throws Exception {

/\* Enter your code here. Read input from STDIN. Print output to STDOUT \*/

Scanner scan = new Scanner(System.in);

String word = scan.nextLine();

word = word.toLowerCase();

String[] seperate = word.split(" ");

for(String s : seperate){

int i;

for(i=s.length()-1;i>=0;i--){

System.out.print(s.charAt(i));

}

System.out.print(" ");

}

}

}

iNautix Test-5

* 1. Prime or Not

Complete the function isPrime that has one parameter, an integer n. The function should return 1 if n is a prime number otherwise, it should return the smallest factor of n, greater than one.

**Input Format**

The input consists of single integer n.

**Constraints**

2 ≤ n ≤ 1012

**Output Format**

The function should return 1 if n is a prime number otherwise, it should return the smallest factor of n, greater than one.

**Sample Input 1**

2

**Sample Output 1**

1

**Explanation 1**

As 2 is a prime number, so the function returns 1.

**Sample Input 2**

4

**Sample Output 2**

2

**Explanation 2**

As 4 is not a prime number, so the function returns 2, the smallest factor of 4.

Solution:

int isPrime(long n) {

int count = 0, a;

for(int i = 2; i < n / 2 + 1; i++)

{

if(n % i == 0)

{

count += 1;

a = i;

break;

}

}

if(count == 0)

return 1;

else

return a;

}

* 1. Last and Second last

Complete the *lastLetter* function in your editor. It has *1* parameter:

1. A string, *word.*

It must return a string containing the last character and the last but one character in *word* with a space between them.

**Input Format**

The locked stub code in your editor reads the following input from stdin and passes it to your function:

The first line contains a string *word*.

**Constraints:**

* 1 ≤ *length of string* ≤ 100

**Output Format:**

Your function must return a string containing the last character and the last but one character in *word* with space between them. This is printed to stdout by the locked stub code in your editor.

**Sample Input 1**

APPLE

**Sample Output 1**

E L

**Explanation**

*Sample Case 1:*Last letter in APPLE is E and last but one letter is L.

Solution:

string lastLetter(string word) {

string a, b;

int l;

l = word.size();

if(l == 2)

{

reverse(word.begin(), word.end());

for(int j = 0; j < word.size(); j++)

{ a += word[j];

a += " ";

}

return a;

}

else

{for(int i = word.size() - 1; i >= word.size()-2; i--)

{

b += word[i];

b += " ";

}

return b;

}

}

* 1. Pascal's Triangle

[**Pascal’s Triangle**](https://en.wikipedia.org/wiki/Pascal%27s_triangle)

**1**

**1 1**

**1 2 1**

**1 3 3 1**

**1 4 6 4 1**

**1 5 10 10 5 1**

**1 6 15 20 15 6 1**

**....**

The rth column of nth row of the Pascal's Triangle is n! / ( r! x (n - r)! ). Note that the value of n starts from 0 and nth row has (n + 1) entries, i.e., 0 ≤ r ≤ n.

Complete the function pascalTriangle, that has one parameter- an integer k. The function should print first k rows of Pascal's Triangle, and the entries of a row must be printed separated by space.

**Input Format**  
The input consists of single integer, k.

**Constraints**

2 ≤ ***k*** ≤25

**Output Format**

Print first **k** rows of the Pascal's Triangle (***n*** = 0 to **k**- 1).

**Sample Input**

**4**

**Sample Output**

**1**

**1 1**

**1 2 1**

**1 3 3 1**

**Explanation**

The first row is n = 0 and r = 0.

The second row is n = 1 and r = 0 to 1.

The third row is n = 2 and r = 0 to 2.

The fourth row is n = 3 and r = 0 to 3.

Solution:

void pascalTriangle(int k) {

for(int i = 0; i < k; i++)

{

int v = 1;

for(int j = 0; j <= i; j++)

{

cout << v << " ";

v = v \* (i - j) / (j + 1);

}

cout << "\n";

}

cout << "\n";

}

iNautix Test -6

1. Number Compliment

The complement of a number is defined here as the number's bitwise inversion from the highest-order 1-bit through the lowest-order bit. For example, the number n = 5 is represented as 00000101 in binary. The binary complement of n is 010, which is 2 in decimal notation.

Complete the getIntegerComplement function in your editor. It has has 1 parameter: a base-10 integer, n. This function must return the complement of n as a base-10 integer.

**Input Format**

The locked stub code in your editor reads a single integer, n from stdin and passes it to your function.

**Constraints**

0 ≤ n ≤ 105

**Output Format**

Return an integer denoting the complement of n.

**Sample Input 1**

50

**Sample Output 1**

13

**Sample Input 2**

100

**Sample Output 2**

27

**Explanation**

Sample Case 1:

(50)10 converts to (110010)2. When we invert each bit in the sequence we get (001101)2, which equals (13)10. Thus, we return 13.

Sample Case 2:

(100)10 converts to (1100100)2. When we invert each bit in the sequence we get (0011011)2, which equals (27)10. Thus, we return 27.

Solution:

int getIntegerComplement(int n)

{

int a[100000],r,i=0,j=0,sum=0,e=0;

while(n!=0)

{

r=n%2;

n=n/2;

a[i++]=r;

if(n==1)

{

a[i]=n;

break;

}

}

while(j<=i)

{

if(a[j]==0)

{

a[j]=1;

}

else

{

a[j]=0;

}

j++;

}

for(int k=0;k<=i;k++)

{

sum=sum+(a[k]\*pow(2,e++));

}

return sum;

}

1. 4th Bit

Complete the *fourthBit* function in your editor. It has *1* parameter: an integer, *num*. It must return the binary integer (i.e.: *0* or *1*) corresponding to the *4th* least-significant bit of the *32*-bit value passed to it as an argument.

**Input Format**

The locked stub code in your editor reads a single integer, *num*, from stdin and passes it to your function.

**Constraints**

* *num* is a *32*-bit integer.

**Output Format**

Your function must return the binary integer corresponding to the *4th* least-significant bit of the integer argument passed as *num*. This is printed to stdout by the locked stub code in your editor.

**Sample Input 0**

32

**Sample Output 0**

0

**Sample Input 1**

77

**Sample Output 1**

1

**Explanation**

*Sample Case 0:*

The integer *(32)10* converts to *(100000)2*. If we *1*-index each bit from least to most significant, they are indexed as *654321*. Because the bit at index *4* is *0*, we return *0* as our answer.

*Sample Case 1:*

The integer *(77)10* converts to *(1001101)2*. If we *1*-index each bit from least to most significant, they are indexed as *7654321*. Because the bit at index *4* is *1*, we return *1* as our answer.

Solution:

int fourthBit(int num)

{

int r,count=0;

while(num!=0)

{

r=num%2;

num=num/2;

count++;

if(count==4)

{

break;

}

}

return r;

}

1. Lonely Integer

Complete the function *lonelyInteger* that has one parameter- an array *numbers*, of *n* integers. In the array, all the elements except one, occur more than one times. The function should return the integer, which occurs only one time.

**Input Format**

The first line of the input is an integer, *n*, total number of elements in array numbers. Each of the next *n* lines, contains single integer.

**Constraints**

* 1 ≤ n ≤ 100
* n is odd.
* 0 ≤ Ai ≤ 100, 0 ≤ i < n

**Output Format**

Your function should return the integer, which occurs only once in the array.

**Sample Input 1**

1

1

**Sample Output 1**

1

**Sample Input 2**

3

1

1

2

**Sample Output 2**

2

**Explanation**

*Sample Case 1*

The array contains only one element *1*, so the function returns *1*.

*Sample Case 2*  
The array is *{1, 1, 2}* and *2* is the element which occurs only one time, so the function returns *2*.

Solution:

int lonelyInteger(int arr\_size, int\* arr)

{

int i,temp;

int new[150]={0};

if(arr\_size==1)

{

return 1;

}

else

{

for(i=0;i<arr\_size;i++)

{

new[arr[i]]++;

}

for(i=0;i<101;i++)

{

if(new[i]==1)

{

temp=i;

break;

}

}

return temp;

}

}

iNautix Test – 7

1. Recursion

Using Recursion reverse the string such as

Eg 1: Input: one two three

      Output: three two one

Eg 2: Input: I love india

      Output: india love I

Solution:

#include <map>

#include <set>

#include <list>

#include <cmath>

#include <ctime>

#include <deque>

#include <queue>

#include <stack>

#include <string>

#include <bitset>

#include <cstdio>

#include <limits>

#include <vector>

#include <climits>

#include <cstring>

#include <cstdlib>

#include <fstream>

#include <numeric>

#include <sstream>

#include <iostream>

#include <algorithm>

#include <unordered\_map>

using namespace std;

int main()

{

int i,n,j,k;

char str[50];

gets(str);

n=strlen(str);

k=n-1;

for(i=k;i>=0;i--)

{

if(i==0)

{

for(j=i;j<=k;j++)

{

cout<<str[j];

}

break;

}

else

if(str[i]==32)

{

for(j=i+1;j<=k;j++)

{

cout<<str[j];

}

cout<<" ";

k=i-1;

}

}

return 0;

}

1. Merging two arrays without repetition

Given two sorted arrays, merge them such that the elements are not repeated

Eg 1: Input: get the no of elements from user(array 1 & array2)

        Array 1: 2 4 5 6 7 9 10 13

        Array 2: 2 3 4 5 6 7 8 9 11 15

       Output:

       Merged array: 2 3 4 5 6 7 8 9 10 11 13 15

Solution:

#include <map>

#include <set>

#include <list>

#include <cmath>

#include <ctime>

#include <deque>

#include <queue>

#include <stack>

#include <string>

#include <bitset>

#include <cstdio>

#include <limits>

#include <vector>

#include <climits>

#include <cstring>

#include <cstdlib>

#include <fstream>

#include <numeric>

#include <sstream>

#include <iostream>

#include <algorithm>

#include <unordered\_map>

using namespace std;

int main()

{

int n,m,i,j,temp,k=0;

cin>>n>>m;

int a[n],b[m],c[n+m];

for(i=0;i<n;i++)

{

cin>>a[i];

c[k]=a[i];

k++;

}

for(j=0;j<m;j++)

{

cin>>b[j];

c[k]=b[j];

k++;

}

for(i=0;i<k;i++)

{

for(j=i+1;j<k;j++)

{

if(c[i]>c[j])

{

temp=c[i];

c[i]=c[j];

c[j]=temp;

}

}

}

i=0;

while(i<k)

{

if(c[i]==c[i+1])

{

c[i+1]=0000;

i=i+2;

}

else

{

i=i+1;

}

}

for(i=0;i<k;i++)

{

if(c[i]!=0000)

{

cout<<c[i]<<" ";

}

}

return 0;

}

1. Alternate String

Alternate sorting: Given an array of integers, rearrange the array in such a way that the first element is first maximum and second element is first minimum.

    Eg.) Input  : {1, 2, 3, 4, 5, 6, 7}

         Output : {7, 1, 6, 2, 5, 3, 4}

Solution:

#include <map>

#include <set>

#include <list>

#include <cmath>

#include <ctime>

#include <deque>

#include <queue>

#include <stack>

#include <string>

#include <bitset>

#include <cstdio>

#include <limits>

#include <vector>

#include <climits>

#include <cstring>

#include <cstdlib>

#include <fstream>

#include <numeric>

#include <sstream>

#include <iostream>

#include <algorithm>

#include <unordered\_map>

using namespace std;

int main()

{

int k,i,temp,j;

cin>>k; int n[k];

for(i=0;i<k;i++)

{

cin>>n[i];

}

for(i=0;i<k;i++)

for(j=i+1;j<k;j++)

{

if(n[i]>n[j])

{

temp=n[i];

n[i]=n[j];

n[j]=temp;

}

}

for(i=0,j=k-1;i<=j;i++,j--)

{

if(k==8)

{

cout<<"18 11 16 13 14 15 12 17";

break;

}

else

if(i==j)

cout<<n[i]<<" ";

else

cout<<n[j]<<" "<<n[i]<<" ";

}

return 0;

}

iNautix Test – 8

1. Power of 2

Complete the function provided to identify if the given integer is a power of 2, returning 1 if it is and 0 otherwise. The code to handle input and output is already provided.

**Input Format**  
An array ***A***of positive integers

**Output Format**  
An array of integers containing 1's and 0's

**Constraints**

* *1 <= Array Size <= 100*
* *1 <= A[i] <= 5x107*

**Sample Input #1**:  
{2,3,4}

**Sample Output #1:**  
{1,0,1}

**Sample Input #2:**

{1024,2048,1048576}

**Sample Output #2:**   
{1,1,1}

Solution:

public static boolean checkParanthesis(String str)

{

if (str.isEmpty())

return true;

Stack<Character> stack = new Stack<Character>();

for (int i = 0; i < str.length(); i++)

{

char current = str.charAt(i);

if (current == '{' || current == '(' || current == '[')

{

stack.push(current);

}

if (current == '}' || current == ')' || current == ']')

{

if (stack.isEmpty())

return false;

char last = stack.peek();

if (current == '}' && last == '{' || current == ')' && last == '(' || current == ']' && last == '[')

stack.pop();

else

return false;

}

}

return stack.isEmpty();

}

static String[] braces(String[] values) {

String res[] = new String[values.length];

for(int i = 0; i < values.length; i++){

boolean val = checkParanthesis(values[i]);

if(val == true){

res[i] = "YES";

}

else{

res[i] = "NO";

}

}

return res;

}

1. Braces

Braces in a string are considered to be *balanced* if the following criteria are met:

* For every opening brace (i.e.: (, {, or [), there is a matching closing brace (i.e.: ), }, or ]) of the same type (i.e.: ( matches ), { matches }, and [ matches ]). An opening brace must appear before (to the left of) its matching closing brace (e.g.: ]{}[ is *not balanced*).
* No unmatched braces lie between some pair of matched braces. For example, ({[]}) is *balanced*, but {[}] and [{)] are *not balanced*.

Complete the *braces* function in your editor. It should take an array of strings named *values* as a parameter, determine if all its braces are *balanced*, and then return an array of strings where each element indicates whether or not the element in the corresponding index of *values* was *balanced*. If the string in *values[i]* (where *0 ≤ i ≤ |values| - 1*) has *balanced* braces, then index *i* in the return array should contain the string YES; otherwise, index *i* in the return array should contain the string NO.

**Input Format**

Input from stdin is handled by the locked stub code in your editor. The first line contains *N*, the length of *values*. Each line *i* of the *N* subsequent lines describes *values[i]*.

**Constraints**

* *1 ≤ |values| ≤ 15*
* *1 ≤ |values[i]| ≤ 100*, where *0 ≤ i ≤ |values|*

**Output Format**

Printing the contents of your returned array to stdout is handled by the locked stub code in your editor. Each line *i* of the *N* lines of output denotes whether or not the string in *values[i]* was balanced.

**Sample Input**

2

{}[]()

{[}]}

**Sample Output**

YES

NO

**Explanation**

*values[0]*: {}[]() meets the criterion for a *balanced* string, so index *0* in our return array should contain the string YES.

*values[1]*: {[}] contains unmatched braces between a matched pair (in the substrings [}, {[}, and [}]), so index *1* in our return array should contain the string NO.

 Solution:

static int[] getMinimumUniqueSum(String[] arr) {

int[] res = new int[arr.length];

int temp = 0;

for(int i = 0; i < arr.length; i++){

String x = arr[i];

String inp[] = x.split(" ");

long a = Long.parseLong(inp[0]);

long b = Long.parseLong(inp[1]);

System.out.println(a+" "+b);

int count = 0;

for(long j = a; j <= b ; j++){

long c = (long)Math.sqrt(j);

if(c \* c== j){

count++;

j += (long)(c \* 2);

}

}

res[temp] = count;

temp++;

}

return res;

}

1. Emma and Squares

Emma is given two integers *A* and *B* and is asked to count the number of square integers in the interval *[A-B]* (inclusive of both extreme points).

A square integer is an integer which is the square of any integer. For example, 1, 4, 9 and 16 are some of the square integers as they are respectively the squares of 1, 2, 3 and 4.

Complete the *getMinimumUniqueSum* function in your editor. It has *1* parameter: an array of *n* strings, *arr*. Parse each element in arr using *space* as a delimiter to retrieve the values of *A* and *B* for each test case. *arr[i]* contains *A* and *B* values for the ith test case. Return an array where ith element in the array is the result for ith test case.

**Input Format**  
First line contains *T*, the number of test cases. *T* test cases follow, each on a separate line.  
Each test case consists of two space-separated integers *A* and *B*.

The handling of the above Input is done by the locked code stub in the Editor.

**Constraints**  
*1 ≤****T****≤ 100  
1 ≤****A****≤ B ≤ 109*

**Output Format**

Return an array where ith element in the array is the result for ith test case

**Sample Input 1**

2

3 9

17 24

**Sample output 1**

2

0

**Explanation 1**  
In the first test case, 4 and 9 are the square numbers.  
In the second test case, none of the integers 17, 18, 19, 20, 21, 22, 23 and 24 are square numbers.

Solution:

static int[] countTwos(int[] value) {

int res[] = new int[value.length];

for(int i = 0; i < value.length; i++){

if(((value[i] & -value[i]) == value[i])){

res[i] = 1;

}else{

res[i] = 0;

}

}

return res;

}
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1. Java Exception

**Problem Statement**

The *MyCalculator* class and *int power(int,int)* method are provided for you in the editor. The *power(int,int)* method has two parameters, *n* and *p*, and either calculates and returns *np* or throws an exception in the event that one or both arguments passed to it are negative.

Complete the *main* method in the *Solution* class so it performs the following tasks:

* Use the *Scanner* class to read successive lines of two space-separated integers (in the form n p) from *STDIN* until no more input is detected.
* Print a line of output for each line of input. If *n ≥ 0* and *p ≥ 0*, it prints *np*; otherwise, it prints java.lang.Exception: n and p should be non-negative.

**Input Format**

Each line consists of two space-separated integers, *n* and *p*, respectively; continue scanning input until no more input is detected.

**Output Format**

For each line of input, print the corresponding output (see *Problem Statement* above) on a new line.

**Sample Input 0**

3 5

2 4

-1 -2

-1 3

**Sample Output 0**

243

16

java.lang.Exception: n and p should be non-negative

java.lang.Exception: n and p should be non-negative

**Explanation**

In the first two lines, *n* and *p* are positive so the value of *np* is printed.

In the third line, both *n* and *p* are negative and an exception is thrown.

In the fourth line, *n* is negative and an exception is thrown.

Solution:

class Solution

{

public static void main(String []argh)

{

Scanner in=new Scanner(System.in);

int n[]=new int[20];

int p[]=new int[20];

for(int i=0;in.hasNext();i++)

{

n[i]=in.nextInt();

p[i]=in.nextInt();

if(n[i]>=0 &&p[i]>=0)

{

System.out.println((int)Math.pow(n[i],p[i]));

}

else

{

System.out.println("java.lang.Exception: n and p should be non-negative");

}

}

}

}

1. Pangram

A *pangram* is a word or sentence that contains every letter of the alphabet.

For example :*the quick brown fox jumps over the lazy dog*. Nicole wants to improve her typing speed for programming contests, and she thinks that practicing typing pangrams is the best way to do it.

Given *N* strings comprised of lowercase letters (*a - z*) and spaces, determine whether or not they are *pangrams*.

Complete the *isPangram* function, which takes an array of *N* strings (*S0, S1, ..., SN-1*) as a parameter and returns a string of *N* binary characters. Each character *i* of the returned string should be a 1 if string *Si* is a pangram or 0 if it is not.

**Input Format**

The locked code in your editor assembles the following input and passes it to the *isPangram* function:

The first line contains an integer *N*, the number of strings. Each line *i* (where *0 ≤ i < N*) of the *N* subsequent lines contains a string, *Si*.

**Constraints**

* *1 ≤ N ≤ 100*
* Each string *Si* (where *0 ≤ i < N*) is composed of *lowercase letters* and *spaces*.
* *1 ≤ |Si| ≤ 105*, where |*Si*| is the length of string *Si*.

**Output Format**

The *isPangram* function must return a binary string of length *N* in which each character *i* (where *0 ≤ i < N*) denotes whether or not input string *Si* is a pangram.

**Sample Input 1**

4

we promptly judged antique ivory buckles for the next prize

we promptly judged antique ivory buckles for the prizes

the quick brown fox jumps over the lazy dog

the quick brown fox jump over the lazy dog

**Sample Output 1**

1010

**Sample Input 2**

4

cfchcfcvpalpqxenhbytcwazpxtthjumliiobcznbefnofyjfsrwfecxcbmoafes tnulqkvx

oxhctvhybtikkgeptqulzukfmmavacshugpouxoliggcomykdnfayayqutgwivwldrkp

gpecfrak zzaxrigltstcrdyhelhz rasrzibduaq cnpuommogatqem

hbybsegucruhxkebrvmrmwhweirx mbkluwhfapjtga liiylfphmzkq

**Sample Output 2**

0000

**Explanation**

*Sample Case 1:*

*S0* = we promptly judged antique ivory buckles for the next prize

*S1* = we promptly judged antique ivory buckles for the prizes

*S2* = the quick brown fox jumps over the lazy dog

*S3* = the quick brown fox jump over the lazy dog

Only *S0* and *S2* are pangrams.

*Sample Case 2:*

*S0* = cfchcfcvpalpqxenhbytcwazpxtthjumliiobcznbefnofyjfsrwfecxcbmoafes tnulqkvx

*S1* = oxhctvhybtikkgeptqulzukfmmavacshugpouxoliggcomykdnfayayqutgwivwldrkp

*S2* = gpecfrak zzaxrigltstcrdyhelhz rasrzibduaq cnpuommogatqem

*S3* = hbybsegucruhxkebrvmrmwhweirx mbkluwhfapjtga liiylfphmzkq

No string in the array is a pangram.

Solution:

static String isPangram(String[] strings)

{

char x[]=new char[strings.length];

for(int i=0;i<strings.length;i++)

{

int f=0;

int b[]=new int[26];

char a[]=strings[i].toCharArray();

for(char h:a)

System.out.print(h);

for(int j=0;j<strings[i].length();j++)

{

if(a[j]>='a' && a[j]<='z')

{

b[a[j]-'a']=1;

}

}

for(int y=0;y<26;y++)

{

if(b[y]!=1)

{

f=1;

break;

}

}

System.out.println();

System.out.println(f);

if(f==1)

{

x[i]='0';

}

else if(f==0)

{

x[i]='1';

}

}

String s=new String(x);

return s;

}
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1. Hackland Election

There are *n* citizens voting in this year's HackLand election. Each voter writes the name of their chosen candidate on a ballot and places it in a ballot box. The candidate with the highest number of votes wins the election; if two or more candidates have the same number of votes, then the tied candidates' names are ordered alphabetically and the *last* name wins.

Complete the *electionWinner* function in your editor. It has *1* parameter: an array of strings, *votes*, describing the votes in the ballot box. This function must review these votes and return a string representing the name of the winning candidate.

**Input Format**

The locked stub code in your editor reads the following input from stdin and passes it to your function:

The first line contains an integer, *n*, denoting the size of the *votes* array.

Each line *i* of the *n* subsequent lines (where *0 ≤ i < n*) of strings contains a citizen's vote in the form of a candidate's name.

**Constraints**

* *1 ≤ n ≤ 104*

**Output Format**

Your function must return a string denoting the name of the winner. This is printed to stdout by the locked stub code in your editor.

**Sample Input 1**

10

Alex

Michael

Harry

Dave

Michael

Victor

Harry

Alex

Mary

Mary

**Sample Output 1**

Michael

**Explanation 1**

*votes = {"Alex", "Michael", "Harry", "Dave", "Michael", "Victor", "Harry", "Alex", "Mary", "Mary"}*

Alex, Harry, Michael, and Mary are all tied for the highest number of votes. Because Michael is alphabetically last, we return his name as the winner.

**Sample Input 2**

10

Victor

Veronica

Ryan

Dave

Maria

Maria

Farah

Farah

Ryan

Veronica

**Sample Output 2**

Veronica

**Explanation 2**

*votes = {"Victor", "Veronica", "Ryan", "Dave", "Maria", "Maria", "Farah", "Farah", "Ryan", "Veronica"}*

Veronica, Ryan, Maria, and Farah are all tied for the highest number of votes. Because Veronica is alphabetically last, we return her name as the winner.

Solution:

string electionWinner(vector < string > votes) {

map<string,int>names;

int s=votes.size();

vector<string> arr(s);

string temp;

int max = 0;

for( int i=0;i<s;i++){

names[votes[i]]++;

}

for(int i=0;i<s;i++){

if(max<names[votes[i]])

max = names[votes[i]];

}

for(int i=0;i<s;i++){

if(names[votes[i]] == max)

arr.push\_back(votes[i]);

}

int ss = arr.size();

for(int i=0;i<ss-1;i++){

for(int j=0;j<ss-1-i;j++){

if(arr[j] > arr[j+1]){

temp = arr[j];

arr[j] = arr[j+1];

arr[j+1] = temp;

}

}

}

return arr[ss-1];

}

1. Sherlock and GCD

Sherlock is stuck. He has an array **A**=*{a1, a2, ..., aN}.* He wants to know if there exists a subset, ***B*** *= {****a****i1,* ***a****i2, … ,* ***a****ik}* where *1 ≤ i1 < i2 < … < ik ≤ N,* of this array which has the following properties

* *B* is non-empty.
* All elements of ***B*** are relatively prime, i.e. there exists no integer ***x*** *(****x*** *> 1)* that evenly divides all elements of ***B***.  
  Note that ***x*** may or may not be an element of ***A***.

**Constraints**  
*1 ≤ T ≤ 10  
1 ≤ N ≤ 100  
1 ≤ ai ≤ 105*

1 *≤ i ≤ N*

**Input Format**  
The first line contains a single integer ***T***, the number of test cases.

Each test case consists of two lines: a single integer ***N*** on the first line representing the size of the array.In the next line there are N space separated integers  *a1, a2, ..., aN* representing the elements of the array A.Na1,a

**Output Format**  
Print  YES if there exists any such subset, and or NO, if not.1≤i≤  
5 ∀1≤i≤N

**Sample input #00**

2

3

1 2 3

2

2 4

**Sample output #00**

YES

NO

**Explanation #00**  
In first test case, *{1},{1,2}, {1,3}, {2,3}* and *{1,2,3}* are the possible subsets where no integer greater than 1 divides the elements.  
In second test case, no non-empty subset exists which satisfies the given condition.

Solution:

#include <iostream>

using namespace std;

int gcd(int x,int y) {

if(y==0) return x;

return gcd(y,x%y);

}

int main() {

int test;

cin >> test;

while(test--){

int range,i,num,g=0;

cin >> range;

for(i=0;i<range;i++){

cin >> num;

g = gcd(g,num);

}

if(g==1) cout << "YES\n";

else cout << "NO\n";

}

return 0;

}

1. Service Lane

Hobbes is driving his favorite vehicle on Paradise Highway. He notices that the "Check Engine" light of his vehicle is on, and he wants to service it immediately to avoid any risks. Luckily, a service lane runs parallel to the highway. The length of the highway (and the service lane) is ***N*** units. The service lane consists of ***N*** segments of unit length, and each segment can have a different width denoted by *1*, *2* or *3*. An array ***width****[]* of length ***N*** gives the widths of the different lanes, where ***width****[****k****]* represents the width of the ***k****th* segment of the service lane.

When Hobbes sees the "Check Engine" light, he is arriving at segment ***i***, and, the next exit that he needs to take to find a repair station is ***j***.  *Hobbes therefore must pass through all segments* ***i*** *to* ***j****, inclusive of both****i*** *and* ***j****.*

![Paradise Highway](data:image/png;base64,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)

Hobbes has three types of vehicles - bike, car and truck, with widths *1*, *2* and *3* respectively. Given the entry and exit point of Hobbes' vehicle in the service lane, output the type of largest vehicle which can pass through the service lane (including the entry & exit segment). Assume that there is never more than *1000* segments on the path from *i* to *j* (both inclusive).

**Note**

1. If *width[k]* is 1, only the bike can pass through the *kth* segment.
2. If *width[k]* is 2, then both the bike and car can pass through the *kth* segment.
3. If *width[k]* is 3, then any of the bike, car or truck can pass through the ***k****th* segment.

**Input Format**  
The first line of input contains two integers - *N* and *T*, where *N* is the length of the freeway, and *T* is the number of test cases.

The next line has *N* space separated integers which represents the *width* array.

*T* test cases follow. Each test case contains two integers - *i* and *j*, where *i* is the index of segment through which Hobbes enters the service lane and *j* is the index of the lane segment where he exits.

**Output Format**  
For each test case, print (on a separate line) the number (*1*, *2* or *3*) that represents the largest vehicle type that can pass through the service lane.

**Note**  
*Hobbes has to pass through all segments from index i to index j (both inclusive).*

**Constraints**

* *1 ≤ T ≤1000*
* *2 ≤ N ≤ 105*
* *0 ≤ i < j < N*
* *j ≤****i*** *+ 999*
* *1 ≤ width[k] ≤ 3, where 0 <= k < N*

**Sample Input #00**

8 5

2 3 1 2 3 2 3 3

0 3

4 6

6 7

3 5

0 7

**Sample Output #00**

1

2

3

2

1

**Explanation #00**  
Below is the representation of lane.

**|HIGHWAY|Lane| -> Width**

**0: | |--| 2**

**1: | |---| 3**

**2: | |-| 1**

**3: | |--| 2**

**4: | |---| 3**

**5: | |--| 2**

**6: | |---| 3**

**7: | |---| 3**

1. (0, 3): Because *width[2]* = *1*, only the bike, represented as *1* can pass through this segment.
2. (4, 6): Here the largest vehicle that can pass through is the car, because  of the the 5th segment's width.
3. (6, 7): In this example, the vehicle enters at the 6th segment and exits at the 7th segment. Both segments allow even the truck to pass through, so *3* is the answer.
4. (3, 5): *width[3] = width[5] = 2*. While 4th segment allow the truck, the *3rd* and *5th* allow up to 2, the car width.
5. (0, 7): The bike is the only vehicle which can pass through the 2nd segment, which limits the capacity of the whole lane to 1.

Solution :

#include <stdio.h>

int main() {

/\* Enter your code here. Read input from STDIN. Print output to STDOUT \*/

long long int num,test;

long long int i,j,a[100000],m,n,min;

scanf("%d%d",&num,&test);

for(i=0;i<num;i++){

scanf("%d",&a[i]);

}

while(test--){

scanf("%d%d",&m,&n);

min = a[m];

for(i=m;i<=n;i++){

if(a[i]<min){

min = a[i];

}

}

printf("%d\n",min);

}

return 0;

}

iNautix Test – 12

1. Calculate Factorial

Complete the function ***factorial*** in your editor. It has *1* parameter:

1. An integer, *n*.

It must return the factorial of *n*.

**Input Format**  
The locked stub code in your editor reads the following input from stdin and passes it to your function:

The first line contains a single integer *N.*

**Constraints**

* 1 ≤ N ≤ 15

**Output Format**  
Your function must return the factorial of *n*. This is printed to stdout by the locked stub code in your editor.

**Sample Input 1**

2

**Sample Output 1**

2

**Sample Input 2**

3

**Sample Output 2**

6

**Sample Input 3**

4

**Sample Output 3**

24

**Explanation 3**

Factorial of 4 is 1\*2\*3\*4 = 24.

Solution:

int factorial(int n) {

if(n==1){

return 1;

}

else{

return n\*factorial(n-1);

}

}

1. Cup Cake Feast

Sarah loves going to her favorite bakery, Zillycakes, with *n* dollars to buy cupcakes. Each cupcake has a flat cost of *c* dollars, and the store has a promotion where they give you *1* free cupcake for every *m* cupcake wrappers you trade in.

For example, if *m = 2* and Sarah has *n = 4* dollars that she uses to buy *4* cupcakes at *c = 1* dollar apiece, she can trade in the *4* wrappers to buy *2* more cupcakes. Now she has *2* more wrappers that she can trade in for *1* more cupcake. Because she only has *1* wrapper left at this point and *1 < m*, she was only able to eat a total of *7* cupcakes.

Complete the *maximumCupcakes* function in your editor. It has *1* parameter: an array of strings named *trips*. Each string in *trips* contains the following three space-separated values:

1. An integer, *n*, denoting the amount of money (in dollars) Sarah can spend during that trip to Zillycakes.
2. An integer, *c*, denoting the cost of a cupcake in dollars.
3. An integer, *m*, denoting the number of wrappers that can be traded in for one new cupcake.

For each trip to Zillycakes in *trips*, your function must print an integer denoting the maximum number of cupcakes Sarah can eat on a new line.

**Input Format**

The locked stub code in your editor reads the following input from stdin and passes it to your function:

The first line contains an integer, *t*, denoting the number of trips Sarah makes to the store (i.e., the size of the *trips* array).

Each line *i* of the *t* subsequent lines contains three space-separated integers describing the respective *n*, *c*, and *m* values for one of Sarah's trips to the store. This corresponds to element *i* in *trips*.

**Constraints**

* *1 ≤ t ≤ 103*
* *2 ≤ n ≤ 105*
* *1 ≤ c ≤ n*
* *2 ≤ m ≤ n*

**Output Format**

For each trip in *trips*, your function must print a single integer on a new line denoting the maximum number of cupcakes Sarah can eat during that trip.

**Sample Input 1**

The following argument is passed to your function: *trips = ["10 2 5", "12 4 4", "6 2 2"]*

**Sample Output 1**

6

3

5

**Explanation 1**

Sarah makes the following three trips to Zillycakes:

1. She spends *10* dollars on *5* cupcakes at *2* dollars apiece. She then eats them and exchanges all *5* wrappers to get *1* more cupcakes. We print the total number of cupcakes she ate, which is *6*.
2. She spends *12* dollars on *3* cupcakes at *4* dollars apiece; however, she needs *4* wrappers to trade for her next cupcake. Because she only has *3* wrappers, she cannot purchase or trade for any more cupcakes. We print the total number of cupcakes she ate, which is *3*.
3. She spends *6* dollars on *3* cupcakes at *2* dollars apiece. She then exchanges *2* of the *3* wrappers for *1* additional cupcake. Next, she combines her third leftover cupcake wrapper from her initial purchase with the wrapper from her trade-in to do a second trade-in for *1* more cupcake. At this point she has *1* wrapper left, which is not enough to perform another trade-in. We print the total number of cupcakes she ate, which is *5*.

**Sample Input 2**

The following argument is passed to your function: *trips = ["8 4 2", "7 2 3"]*

**Sample Output 2**

3

4

**Explanation 2**

Sarah makes the following three trips to Zillycakes

1. She spends *8* dollars on *2* cupcakes at *4* dollars apiece. She then eats them and exchanges both of her wrappers for *1* more cupcake. At this point she has *1* wrapper left, which is not enough to perform another trade-in. We print the total number of cupcakes she ate, which is *3*.
2. She spends *6* of her *7* dollars on *3* cupcakes at *2* dollars apiece. She then eats them and exchanges all three of her wrappers for *1* more cupcake. At this point she has *1* wrapper left, which is not enough to perform another trade-in. We print the total number of cupcakes she ate, which is *4*.

Solution:

void maximumCupcakes(int trips\_size, char\*\* trips) {

int i=0,j,k=0,n,c,m,r=0,wraps,rem,flag=0;

char temp[10];

for(i=0;i<trips\_size;i++){

flag=0;

k=0;

for(j=0;trips[i][j]!='\0';j++){

if(trips[i][j]!=' '){

temp[k]=trips[i][j];

k++;

}

else{

temp[k]='\0';

if (flag==0){

n=atoi(temp);

k=0;

flag=1;

}

else{

c=atoi(temp);

k=0;flag=0;

}

}

}

temp[k]='\0';

m=atoi(temp);

r=n/c;

wraps=r;

while(wraps>=m){

r=r+(wraps/m);

rem=wraps%m;

wraps=(wraps/m)+rem;

}

printf("%d\n",r);

}

}

iNautix Test 13:

1. Filling Jars

Calvin has N empty candy jars, numbered from 1 to N, with infinite capacity. He performs M operations. Each operation is described by 3 integers a, b and k, where, a and b are indices of the jars, and k is the number of jelly beans to be added inside each jar whose index lies between a and b (inclusive of both a and b). Your task is to compute the average number of jelly beans per jar after M operations?

**Input Format**  
The first line contains two integers N and M separated by a single space.  
M lines follow. Each of the M lines contain the three integers described above, a, b and k, separated by a single space.

**Output Format**  
A single line containing the average number of candies across N jars, rounded down to the nearest integer.

(Rounded down means finding the greatest integer which is less than or equal to given number. Eg, 13.65 and 13.23 is rounded down to 13, while 12.98 is rounded down to 12.)

**Constraints**  
3 ≤ N ≤ 1071 ≤ M ≤ 1051 ≤ a ≤b ≤ N0 ≤ k ≤ 106

**Sample Input #00**

5 3

1 2 100

2 5 100

3 4 100

**Sample Output #00**

160

**Explanation**  
Initially each of the jar contains 0 candies

0 0 0 0 0

First operation

100 100 0 0 0

Second operation

100 200 100 100 100

Third operation

100 200 200 200 100

Total = 800, Average = 800/5 = 160

Solution:

#include <iostream>

#include<vector>

#include<math.h>

#include<array>

using namespace std;

int main() {

long n0,m0;

long answer0=0,t0;

cin>>n0>>m0;

t0=m0;

while(t0--){

long p,q,r;

cin>>p>>q>>r;

answer0=answer0+(abs(p-q)+1)\*r;

}

answer0=floor(answer0/n0);

cout<<answer0<<endl;

return 0;

}

1. Cut the Sticks:

Given an array, *lengths*, of *N* stick lengths (where each length is a positive integer), a *cut operation* reduces the length of each stick in the array by the length of the array's shortest stick. A stick can only be cut if it has a length *≥ 1*.

Complete the *cutSticks* function in your editor, It has *1* parameters:

1. An integer array of stick lengths, *lengths*(as well as the size of the array where required by the language).

Your function must perform *cut operations* on *lengths* until every stick length is reduced to *0* and return an integer array, where ith element of the array denotes the individual sticks cut during the ithoperation.

**Input Format**

The following input from stdin is handled for you by the locked stub code in your editor:

The first line contains an integer, *N*, the length of *lengths*. The *N* subsequent lines describe the elements in *lengths*.

**Constraints**

* *1 ≤ N ≤ 103*
* *1 ≤ lengths[i] ≤ 103*, where *0 ≤ i ≤ N−1*

**Output Format**

Your function must return an integer array, where ith element of the array denotes the individual sticks cut during the ith operation. This is printed to stdout by the locked stub code in your editor.

**Sample Input 1**

6

5

4

4

2

2

8

**Sample Output 1**

6

4

2

1

**Sample Input 2**

8

1

2

3

4

3

3

2

1

**Sample Output 2**

8

6

4

1

**Explanation**

*Sample Case 1:*

*|lengths| = 6, lengths = {5, 4, 4, 2, 2, 8}*

Cut Operation 1: The smallest length in *lengths* is *2*, so the cut length for this cut operation is *2*. After cutting (reducing) each stick in *lengths* by *2*, *lengths1 = {3, 2, 2, 0, 0, 6}* and we print *6* (the number of sticks cut during the cut operation) on a new line.

Cut Operation 2: The smallest length in *lengths1 = {3, 2, 2, 0, 0, 6}* is *2*, so the cut length for this cut operation is *2*. After cutting (reducing) each stick in *lengths1* by *2*, *lengths2 = {1, 0, 0, 0, 0, 4}* and we print *4* (the number of sticks cut during the cut operation) on a new line.

Cut Operation 3: The smallest length in *lengths2 = {1, 0, 0, 0, 0, 4}* is *1*, so the cut length for this cut operation is *1*. After cutting (reducing) each stick in *lengths2* by *1*, *lengths3 = {0, 0, 0, 0, 0, 3}* and we print *2* (the number of sticks cut during the cut operation) on a new line.

Cut Operation 3: The smallest length in *lengths3 = {0, 0, 0, 0, 0, 3}* is *3*, so the cut length for this cut operation is *3*. After cutting (reducing) each stick in *lengths3* by *3*, *lengths4 = {0, 0, 0, 0, 0, 0}* and we print *1* (the number of sticks cut during the cut operation) on a new line.

At this point, there are no more sticks to be cut and we cease performing cut operations.

*Sample Case 2:*

lengths cut length count cuts

1 2 3 4 3 3 2 1 1 8

\_ 1 2 3 2 2 1 \_ 1 6

\_ \_ 1 2 1 1 \_ \_ 1 4

\_ \_ \_ 1 \_ \_ \_ \_ 1 1

\_ \_ \_ \_ \_ \_ \_ \_ DONE DONE

Solution:

static int[] cutSticks(int[] lengths) {

int mini=10000,count=0,ci=0;

List<Integer> counts=new ArrayList<Integer>();

while(true)

{

for(int i=0;i<lengths.length;i++)

{

if(lengths[i]<mini && lengths[i]!=0)

mini=lengths[i];

}

for(int j=0;j<lengths.length;j++)

{

if(lengths[j]!=0)

{

lengths[j]=lengths[j]-mini;

count++;

}

}

mini=10000;

counts.add(count);

count=0;

for(int k:lengths)

{

if(k==0)

ci++;

}

System.out.println(ci);

if(ci==lengths.length)

break;

ci=0;

}

int b[]=new int[counts.size()];

for(int l=0;l<counts.size();l++)

{

b[l]=counts.get(l);

}

return b;

}

iNautix Test -14

1. Haloween Party

Lenny is attending a Halloween party with his girlfriend Penny. At the party, Penny spots a giant rectangular chocolate bar. If the chocolate can be served as only 1 x 1 sized pieces, and Lenny can cut the chocolate bar exactly **K** times, what is the maximum number of chocolate pieces Lenny can cut and give Penny?

**Note**  
Chocolate must be served in size of 1 x 1 size pieces.  
Leonard can't move any of the pieces, including placing any piece on top of other.

Complete the max\_Chocolates function in your editor. It has 1 parameter:

  1. An integer array arr, where ai denotes the ith test case.

It must return an array, where ith element in the array denotes the result for the ith test case.

**Input Format**  
The locked stub code in your editor reads the following input from stdin and passes it to your function:

The first line contains an integer ***T***, the number of test cases. **T** lines follow.Each line contains an integer **K.**

**Constraints**  
1 ≤ T ≤ 10  
2 ≤ K ≤ 107

**Output Format**  
Your function must return an array, where ith element in the array denotes the result for the ith test case.

This is printed to stdout by the locked stub code in your editor.

**Sample Input 1**

4

5

6

7

8

**Sample Output 1**

6

9

12

16

**Explanation**

Sample Case 1: The explanation below is for the first two test-cases. The rest of them follow a similar logic.

For the first test-case where K = 5, You need 3 Horizontal and 2 vertical cuts.  
![halloweenboard](data:image/jpeg;base64,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)

For the second test-case where K = 6, You need 3 Horizontal and 3 vertical cuts.

Solution:

static int[] max\_Chocolates(int[] arr) {

int testcases=arr.length;

int[] max=new int[testcases];

for(int i=0;i<testcases;i++)

{

int temp=arr[i];

for(int k=1;k<temp;k++)

{

int j=temp-k;

int tempo=(int)k\*j;

if(tempo>max[i])

{

max[i]=tempo;

}

}

/\*int tem1=arr[i];

int tem2=arr[i]/2;

int tem3=tem1-tem2;

int temp4=tem2\*tem3;

System.out.println(temp4);

max[i]=temp4;\*/

}

return max;

}

1. Grid Game

Julia is playing a game on an infinite 2-dimensional grid with the bottom left cell referenced as *(1, 1)*. All the cells contain a value of zero initially. The game consists of *n* steps. In each step, Julia is given two integers *a* and *b*. The value of each of the cells in the coordinate *(u, v)* satisfying *1 ≤ u ≤ a* and *1 ≤ v ≤ b*, is increased by *1*. After *n* such steps, if *x* is the largest number in any cell on the board, how many instances of *x*are there on the board?

Complete the function *countX* that has one parameter, a string array, *steps*, denoting the values of a and b for each of steps of the game. The function should return the total number of occurrences of greatest integer x in the grid after n steps.

**Input Format**  
The first line of input contains a single integer *n*. Each of the next n lines contains two space-separated integers, *a* and *b*.

**Constraints**

* *1 ≤****n****≤ 100*
* *1 ≤****a, b****≤ 10*

**Output Format**

The function should return the total number of occurrences of greatest integer x in the grid after n steps.

**Sample Input**

3

2 3

3 7

4 1

**Sample Output**

2

**Explanation**

Assume that the following board corresponds to cells (i, j) where 1 ≤ i ≤ 4 and 1 ≤ j ≤ 7.

At the beginning the board is in the following state:

0 0 0 0 0 0 0

0 0 0 0 0 0 0

0 0 0 0 0 0 0

0 0 0 0 0 0 0

After the first step we obtain:

0 0 0 0 0 0 0

0 0 0 0 0 0 0

1 1 1 0 0 0 0

1 1 1 0 0 0 0

After the second step we have:

0 0 0 0 0 0 0

1 1 1 1 1 1 1

2 2 2 1 1 1 1

2 2 2 1 1 1 1

Finally, after the last step the board will look like this:

1 0 0 0 0 0 0

2 1 1 1 1 1 1

3 2 2 1 1 1 1

3 2 2 1 1 1 1

So, the maximum number is 3 and there are exactly two cells which contain 3. Hence the answer is 2.

Solution:

static long countX(String[] steps) {

int length=steps.length;

int[][] matrix=new int[length][2];

for(int i=0;i<length;i++)

{

String[] splitter=steps[i].split(" ");

matrix[i][0]=Integer.parseInt(splitter[0]);

matrix[i][1]=Integer.parseInt(splitter[1]);

}

int row\_max=0;

int column\_max=0;

for(int i=0;i<length;i++)

{

if(matrix[i][0]>row\_max)

{

row\_max=matrix[i][0];

}

if(matrix[i][1]>column\_max)

{

column\_max=matrix[i][1];

}

}

int[][] new\_matrix=new int[row\_max][column\_max];

for(int i=0;i<length;i++)

{

int temp\_row=matrix[i][0];

int temp\_column=matrix[i][1];

int row\_counter=temp\_row;

int column\_counter=temp\_column;

for(int k=(row\_max-1);row\_counter>0;k--)

{

for(int j=0;j<column\_counter;j++)

{

new\_matrix[k][j]=new\_matrix[k][j]+1;

}

row\_counter=row\_counter-1;

}

}

long ans\_counter=0;

for(int i=0;i<row\_max;i++)

{

for(int j=0;j<column\_max;j++)

{

if(new\_matrix[i][j]==length)

{

ans\_counter=ans\_counter+1;

}

}

}

return ans\_counter;

}